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Abstract—With the proliferation of mobile devices, pervasive learning has become a new wave in technology-enhanced learning (TEL). One of the key problems to solve in this area is to adapt learning content and services according to a learner’s needs and wants to different learning contexts at the workplace. We propose using semantic web services as a solution to context-adaptive pervasive learning. Another problem lies in web service search, which may return many services that do not match the requirements and context of a learner. This wastes resources and poses more problems to the formulation of just-in-time learning activities. In this paper, we define a service requirement specification to model a service request and a semantic description metadata schema to sufficiently annotate web service functionalities and behavior. On top of that, we propose an adaptation model to match and adapt relevant web services. The technique and algorithm presented in this paper are aimed at improving the efficiency and accuracy in selecting the right web service for a scenario at the workplace.

I. INTRODUCTION

Mobile or pervasive learning is the new wave of technology-enhanced learning (TEL) with the proliferation of mobile device ownership such as PDAs and mobile phones. Truly “pervasive” learning envisages the combination of formal (at school) and informal (outdoor, at home, at workplace etc.) learning, integration of mobile devices in broader educational scenarios, context-as-construct and seamless learning across different contexts [1], [2]. As such, learning activities conducted through this new learning paradigm requires the delivery of learning content and service tailored to the learner’s current situation. Two other compelling reasons for adapting appropriate content and services are limited computing resources of most mobile devices in terms of processing and displays as well as the complex requirement of engaging the learner with more fruitful learning experiences and outcomes [3].

Once a learning activity is determined based on the previous learning history and the learner’s current situation, the adaptation mechanism of learning content, navigation and services [4] for a particular learning context may be applied at two levels of granularities, i.e. 1) adaptation of the learning scenarios and 2) adaptation of services as resources to fulfill the requirements of a learning task.

With regards to the first type of adaptation, substantial work has been done such as adaptations through hierarchical tasks/the method model [5]. Generally, adaptation is aimed at achieving an activity according to the current situation. On other words, the learning system has to select dynamically the relevant way to achieve the different tasks included in a scenario. The system thus needs to carry out just-in-time searching and matching of available web services that may provide such desired functionalities.

Our paper addresses the second type of adaptation, i.e. service-adaptation. We propose a solution to manage context-adaptive semantic web services. The main contribution of this paper is a service matching and adaptation model that serves as a solid foundation for service discovery, matching and adaptation. The model is built with the support of the service requirement specification identified by a given task and the service descriptor indexing web services. All of the above will be illustrated with a context-aware learning scenario for the workplace.

The organization of this paper is as follows: First, we illustrate our context modeling technique on a simulated example of context-aware learning scenario for the workplace. Second, we present a service requirement specification and a service description metadata model that facilitate service retrieval and adaptation. Third, we describe a detailed adaptation process to rank services retrieved for a learning task in a scenario. Finally, we conclude with a summary, lessons learned and item for future work.

II. RELATED WORK

At present, there have been numerous efforts to annotate web services with semantic information, such as WSMO [6], WSDL-S [7], METEOR-S [8] and OWL-S [9]. However, much of the efforts are on the definition and implementation of semantic web services in e-commerce and business process integration domains. Even though in recent times, there are some efforts to explore the implementation techniques for context-aware pervasive learning [5], [10], [11], efforts to adapt semantically annotated web services [12]-[15]
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III. CONTEXT-AWARE LEARNING SCENARIO FOR WORKPLACE

We will take a portion of an e-Retail learning scenario at the workplace shown in Fig. 1 below as the basis of our service adaptation model. This learning scenario is adapted from the p-LearNet project done in [5]. A learning situation at the workplace is composed of the physical environment, learning and commercial setting of the user’s current work situation. Pervasive learning scenarios at the workplace are modeled by a hierarchical structure of tasks/methods representing learning and working activities. For a complete presentation and execution of the scenario, another category is needed: mixed activities. Thus, working and learning activities are represented by working, learning and mixed tasks. In Fig. 1, the context descriptor and the control structure of some methods are represented for different categories of tasks. The context descriptor of certain methods of a task describes the current situation of the learner. Adaptation modeling based on context is to be articulated in the sections that follow.

As mentioned in Section I, our focus is on service adaptation, an adaptation mechanism dedicated to refine the service retrieval process to realize an atomic task: how to discover available services and adapt them according to the current situation for realizing a learning task. In [5], a learning situation can be sufficiently described by a set of context features belonging to various context dimensions such as the scenario (a hierarchical task model having a task/method paradigm), the user (a user can be a learner, a teacher, a salesman, a customer, etc.) with sub-dimensions: the role, previous knowledge, know-how, preferences, loyalty card, purchase intentions, intention of use), the retail shop, the device, the location, the time, the pedagogical tools, the learning object, services, media resource, system resource, etc.). Specific metadata are associated to situation properties and context dimensions to enable adaptation. Context features are either permanent or transitory. Permanent context features are a priori knowledge about the scenario and the learner and consistent across different situations. Transitory context features are dynamic, and their values can only be gathered during runtime. It is necessary to analyse each context feature which contributes to service adaptation.

We extend the work in [5] by creating context views to define different viewpoints about the context usage. It is done by re-grouping context features to form a subset of all the context features of the context space. The context model is not prescriptive in nature as we do not want to restrict it to certain scenarios only. The context viewpoint can be easily tailored to

---

**TABLE I**

<table>
<thead>
<tr>
<th>Context views</th>
<th>Dimensions or features</th>
</tr>
</thead>
<tbody>
<tr>
<td>Pedagogical</td>
<td>user(role, knowledge, how-know); learning collaborator; scenario (learning activity); pedagogical tool; learning objects; learning location (coordinate, place); time; device (device type: PTA, RFID tag reader, large LCD screen); network (network type, bandwidth); system resource; physical environment (temperature, noise level)</td>
</tr>
<tr>
<td>Professional</td>
<td>user(role, preference, loyalty, purchase intentions, intentions for use); organisation unit; professional collaborator; scenario (working activity); resources; working location (coordinate, place); time; device (device type: PTA, RFID tag reader, large LCD screen); network (network type, bandwidth); system resource; physical environment (temperature, noise level)</td>
</tr>
</tbody>
</table>

---

**Fig. 1** A small portion of the e-Retail scenario
suit different domain types. At present, we have identified the pedagogical and professional context views to cater to the learning scenario for the workplace as illustrated in Fig. 1 below. They are shown in Table I in the previous page.

IV. SERVICE REQUIREMENTS SPECIFICATION

In a learning scenario, an activity may be realized by either one or more web services. Web services can be internal or external. The problem to solve is to search for a service or a set of services that may be composed in a certain order to fulfill the requirements of the current task. In the context of this paper, the task is an atomic task on a task/method hierarchy.

In systems without context adaptation, web services are statically bound to the achievement descriptor of a method [5] during design time. In this regard, the problem is just to bind, invoke and execute these web services in a known order. Take for instance Task "S.3_1.4 – Search and deliver information of products to the client" in Fig. 1 in the previous page (web service A can be bound to this task at design time for searching product information and content objects (images, sounds, documents, etc.). At runtime, logics are built into web service A to search for relevant content objects annotated with description metadata from repositories or from the database and deliver them to the client which made the request.

Even though the ultimate long term vision of semantic web services is fully automatic composition of web services for a user-defined requirement, we argue that it is not practicable yet at this moment in time due to problems such as non-determinism [16]-[19], partial observability [18], [20] and semantic heterogeneity [21].

The solution that we propose in this paper is semi dynamic service adaptation (discovery and matching). In our proposition, the relevant services can be a single matched service or a set of matched services. For a set of matched services, the system searches for all the relevant services provided by service providers according to the current context descriptor and the service requirement specification (to be presented in this section) in the achievement descriptor. This is done based on an adaptation process (to be presented later) applied for services. For example, taking Task “S.3_1.4” above again, our solution consists of four phases.

i) Phase 1: a search of web services, which provide information of a selected product or a product type required by the Service Requirement Specification of the method “M1322”, on a service repository is first carried out according to the current situation.

ii) Phase 2: All relevant web services of all the suppliers are organized, invoked and executed for searching of product information and resources.

iii) Phase 3: The found resources are classified according to the current situation. They are filtered and ranked according to their degree of relevance.

iv) Phase 4: Learning/working activities are delivered with the learning content to the targeted peripheral devices.

Characteristics and functionalities of a Service required by a relevant task or activity have to be specified semantically as a signature to facilitate accurate and efficient discovery and matching of the right services. The primary goal of a Service Requirement Specification is to describe how a service is to be “desired”. It is a request issued by the system wishing to interact with a Service provider in order that a task is performed on behalf of the learner in the current context. By our definition, a service satisfies a service requirement by providing a set of desired output parameters for a desired goal (or “effect”) with a set of input parameters and situational context features.

Our proposed service requirement specification is summarized in as follows:

1) Functional requirement: describes the capabilities of web services desired by a user. It is characterized by input parameters (i.e. a set of triples of name, type and value), target output parameters (i.e. a set of triples of name, type and value), pre-conditions (i.e. a set of declarative predicates using the context features taken from context view) and expected post-conditions (i.e. a set of declarative predicates with another set of features describing the learner and the scenario after execution);

2) Non-functional requirement: includes the identity to annotate a service (e.g. name, owner, type etc.) as well as performance related parameters, such as Quality of Service (QoS), security, availability etc;

3) Content requirement: this specifies a list of domain concepts or a query identifying the content objects (e.g. Price, ProductModel, learning objects etc.).

For easy transfer and processing between different systems, a service requirement specification is manifested in OWL. The OWL representations are discussed in another paper.

Table II above shows an example of a service requirement specification “SRS_M1322” for the method “M1322” which realizes the task “S.3_T.1.4 – Search and delivery information of products to clients”. This specification consists of three main parts. In the functional requirement part, the input is composed of three parameters (ProductType ?pt, ProductInfoType ?pi and DeliveredResourceType ?rt) describing desired capabilities of the service for retrieving the desired resource (e.g. document, media, voice file, pages, database, etc.). The pre-condition is a predicate that verifies,
for example a mandatory presence of a ProductType. The output describes a list of relevant resources to be delivered to the client. The non-functional requirements portion represents QoS related context features that can be used for ranking purpose (see the section IV, subsection: ranking). Finally, the content requirement presents a list of domain concepts that covers a sub-domain semantic (ontology of products) for query refinement. These concepts are used to “compare” with the DomainContent category of a service (see Table III above) through the domain ontology.

V. SEMANTIC SERVICE DESCRIPTION

Towards semantic discovery and matching of the right services, web services have to be semantically annotated with a semantic service descriptor. The fundamental consideration in describing a web service to support accurate and efficient service discovery and matching is to fulfill a three-part ontology [22]: function, behavior and interface. The interface dictates how the service can be invoked for a task/method by a calling learning system. The syntax aspect (message format and protocol details) of the Service has been specified in UDDI and WSDL [23]-[25].

<table>
<thead>
<tr>
<th>Categories</th>
<th>Feature Set</th>
</tr>
</thead>
<tbody>
<tr>
<td>General</td>
<td>{name, description, language, owner, type (name, taxonomy, value), entity/Type}</td>
</tr>
<tr>
<td>Meta-metadata</td>
<td>{metadataCreator, metaDataValidator, creationDate, validationDate, language, format}</td>
</tr>
<tr>
<td>Life-cycle</td>
<td>{creator, dateCreated, version, status, contributor, publisher, dateUpdated, extentOfValidity}</td>
</tr>
<tr>
<td>Right</td>
<td>{IP, accessRight, signature, provenance, dateCreated, dateUpdated}</td>
</tr>
<tr>
<td>Technical</td>
<td>{URI, resource, resourceURI, resourceFormat, replacedBy, realisation, modeOfInteraction}</td>
</tr>
<tr>
<td>ServiceRequirement</td>
<td>{input(name, type, value, ontologyURI), output(name, type, value, ontologyURI), expectedEffect}</td>
</tr>
<tr>
<td>DomainContent</td>
<td>{listDomainConcepts}</td>
</tr>
<tr>
<td>Context</td>
<td>{roleModels, location(coordinate, spatialLocation, locationRelativity), physical(deliveryChannel, deliverySystem, deviceModel, tool), informaticResource(hardware, software), temporal(temporalCoverage, frequencyRequirement)}</td>
</tr>
<tr>
<td>Quality</td>
<td>{qualityRating, trustRating, qualityGuarantee, networkedQoS, accuracy, performance, reliability, robustness, scalability, security, availability, stability}</td>
</tr>
<tr>
<td>Financial</td>
<td>{cost, currency, chargingStyle, settlementModel, settlementContract, paymentObligation, paymentInstrument}</td>
</tr>
</tbody>
</table>

Table III above enlists features which are generally applicable to most web services.

The features in Table III above can be extended to include features which describe more specific characteristics of web services such as pedagogy. The features on a feature list can be either mandatory or optional. For example, features such as name, description, language etc. in the General category are compulsory for all web services while features in the meta-metadata, life-cycle, context etc. can be optional depending on the scenario. They serve to index a service for either filtering or ranking purposes. For instance, the location feature when tested using an adaptation rule using the location context feature of the service requirement specification can be used to determine whether this service is to be relevant or not. A Quality feature such as qualityRating is used to rate and rank the service in relation to other service provisions in the web service search result list.

VI. SERVICE MATCHING AND ADAPTATION

Service discovery, matching and adaptation involve the problem of matching the service requirement specification to the service descriptor. At present, we are investigating and designing a schema mapping mechanism to map features on the service description specification to the service descriptor for filtering and ranking purposes.

In this section, we elaborate on the adaptation principle carried out by the Service Matching and Adaptation Framework as shown in Fig. 2 below. The inputs to the matching subsystem are the Service requirement specification identified by a given task and the service descriptor indexing web services. The global process consists of two main phases executed sequentially: Service retrieval and Service adaptation. The former is aimed at searching relevant services in the repository based on the Service description to fulfill the Service request for a task. This is done by querying the Service descriptor metadata repository (matching particularly the ServiceRequirement and DomainContent of Services with functional, non-functional and content requirements of a request). The relevant Services serve as the input for the adaptation phase. The latter is aimed at refining the relevant Services according to the current situation and user’s interest. The result of the adaptation will be utilized by the Service Invocation, Orchestration, Choreography and Execution Subsystem which are parts of a global Pervasive Learning System.

The adaptation process consists of three stages: evaluation/classification, filtering and ranking (see Fig. 2). It is specified by a function \( f^w \):

\[
 f^w = \{ f^x, f^y, f^z \} 
\]

i) Classification: input services are classified according to the current situation in several equivalence classes: two classes (“Good”, “Bad”) for each transitory feature and up to five equivalence classes for all permanent situation features, together. Services belong to an equivalent class if they satisfy
its membership rules. In a formal way, the classification function \( f^* \) is defined as follows:

\[
f^* = f_1^* \cdot f_2^* \cdot \ldots \cdot f_n^*
\]

where \( n \) is the number of context features for evaluation.

The function \( f_i^* \) is the classification function for each feature \( i \) and is specified by:

\[
f_i^* : S_r \rightarrow S_r \times EC_i
\]

where \( S_r \) denotes a set of services, \( EC_i \) is a set of equivalent classes of the feature \( i \). At present, all transitory context features have two equivalent classes {“Good”, “Bad”}.

Let \((s, ec) = f_i^*(s)\). This means that the classification function \( f_i^* \) classifies the Services into an equivalent class \( ec_i \in EC_i \). The * operator is specified as follows:

\[
(f_1^* \cdot f_2^*) = f_i^*(s) = s \cdot (ec_1 \cup \{ec_i\}) = \langle s, \{ec_1 \} \rangle >\langle s, \{ec_i \} \rangle
\]

Let \( s' = f^*(s) \), by applying the functions (2) and (3), we achieve the classified service \( s' = \langle s, \{ec_1, ec_2, \ldots, ec_n \} \rangle >\).

For example, \( S_r = \{sr_1, sr_2, sr_3\} \) are matched for a service request of a task. In this case, there are four context features that are taken into account for the classification: deviceModel, Location, deliveryChannel and performance. The equivalent classes correspondant are \( EC_{dev} = EC_{loc} = EC_{del} = EC_{per} = \{“Bad”, “Good”\} \). The result by applying the classification function for \( S_r \) is described as follows:

\[
f(sr_1) = \langle sr_1, \{“Good”, “Good”, “Bad”, “Bad”\} \rangle
\]

\[
f(sr_2) = \langle sr_2, \{“Bad”, “Good”, “Good”, “Good”\} \rangle
\]

\[
f(sr_3) = \langle sr_3, \{“Good”, “Good”, “Good”, “null”\} \rangle
\]

Note in the example above, service \( sr_1 \) does not have information for the evaluation of the performance feature.

ii) Filtering: all services belonging to “Bad” classes according to a mandatory feature are filtered out (mandatory features are subset of transitory features). In other words, these services are considered irrelevant and discarded. For example, with the deviceModel feature, the class “Good” is considered as relevant while the class “Bad” is not. So, the system will eliminate all services that belong to the class “Bad”. The filtering function \( f^f \) is formally specified as:

\[
\forall s' = \langle s, \{ec_1, ec_2, \ldots, ec_n \} \rangle \in S_r^f, (\exists ec \in \{ec_1, ec_2, \ldots, ec_n \} \wedge ec \in EC^f) \Rightarrow \text{Filter}(s')
\]

where \( S_r^f \) denotes a set of classified services, \( EC^f \) is the set of irrelevant equivalent classes (“Bad”) for all transitory features. The function \( \text{Filter}(s') \) eliminates the service \( s' \) from \( S_r^f \).

For instance, taking the set of three services in the example above, the mandatory features for filtering are deviceModel and location, thus the irrelevant equivalent classes \( EC^f \) is \{“Bad”, “Bad”\}. By applying the filtering algorithm (4) for \( S_r^f = \{sr_1, sr_2, sr_3\} \), the service \( sr_2 \) will be eliminated because it belongs to the class “Bad” of the deviceModel feature. Thus, the services \( S_r^f \) remain after filtering step are \{\( sr_1, sr_3 \)\}.

iii) Ranking: some ranking algorithms have been proposed for web services [12]-[15]. In WSR [13], a ranking process will reduce the burden of finding the most relevant web services from the returned result set based on domain ontology. The ranking algorithm considers the semantics of each Service, and only recommends the most crucial ones to a request. In a pervasive environment, the ranking process is mainly to refine matched services according to the current context. Some context features from the Context, Quality, Financial, etc. categories are taken into account for the service ranking process. In this regard, the user can decide intentionally what context features are more important than others from a feature list proposed by the system. For example, users can choose the qualityRating of services as with high priority while the others are more interested in performance. Moreover, ranking requirements also depend on the type of services. With services for voice communications, the performance is very important while with services for financial transactions, the security must be highly assured. Therefore, the user can build an “interested” feature priority list by annotating each feature with an “interested” level (from very low to very high). This information will be memorized in the user’s profile for later reuses and be part of the current situation information for this user. Based on the list of “interested” features, the system can rank all matched services. The ranking process \( f^r \) is presented formally by a quadruple as follows:

\[
f^r = (f^*, W^*, Sr^r, S_{serv}\text_{range})
\]

where \( f^r = \{i_1, i_2, \ldots, i_j\} \) denotes the interested feature set of the current user. \( W^* = \{w_1, w_2, \ldots, w_d\} \) is the correspondent set of mapped weights, where \( w_i \in \{0,1,2,3,4\} \) relating to \{very low, low, average, high, very high\}. \( Sr^r = \{<sr_1, c_i>, <sr_2, c_i>, \ldots, <sr_n, c_i>\} \) is the set of relevant services that serves as the input. Each \( <sr_i, c_i> \) is obtained by a projection of the classified service \( s_i \in S_r^f \) on the interested features set \( f^r \). \( c_i = \{ec_{i1}, ec_{i2}, \ldots, ec_{id}\} \) is a \( l\)-array representing a classification of a service \( sr_i \) with all interested features.

The ranking algorithm ranks relevant services according to their degree of importance as determined by the weightage assigned to each equivalent class. The degree of importance is calculated by a function described below:

\[
f_{\text{imp}}(<sr_i, c_i>) = \sum_{j=1}^{l} w_j \text{weight}(ec_{ij})
\]
\[ f_{\text{weight}}(ec_j) \] returns a correspondent interested weight for the equivalent class \( ec_j \). It is specified as follows:

\[
f_{\text{weight}}(ec_j) = \begin{cases} 
0 \quad & \text{if } ec_y = \text{"Bad"} \text{ or } ec_y = \text{null} \\
W_j \quad & \text{if } ec_y = \text{"Good"} 
\end{cases}
\]  

(7)

\( S_{\text{relevant}} \) is the total relevant order defined on \( Sr' \) for ranking purpose, \( sr_i \leq_{\text{relevant}} sr_j \) implies the service \( srv_i \) is more relevant than the service \( srv_j \) if \( f_{\text{imp}}(srv_i) \geq f_{\text{imp}}(srv_j) \).

For example, take the aforementioned example again. The interested features \( f \) for ranking are \{location, delivery channel, performance\} and the corresponding mapped weights \( W^* \) are \{2, 3, 4\} relating to \{average, high, very high\}. After applying a projection of \( Sr' \) on \( f \). We obtain \( Sr' = \{\text{srv}_1,\{"Good" \}, \text{"Bad"}, \text{"Bad"}\}, <\text{srv}_2,\{"Good", "Bad"}, \text{null}\}\}. The important point of each relevant service calculated by (6) and (7) is:

\[
f_{\text{imp}}(\text{srv}_1) = 2 + 0 + 0 = 2
\]

\[
f_{\text{imp}}(\text{srv}_2) = 2 + 3 + 0 = 5
\]

Because \( f_{\text{imp}}(\text{srv}_2) \geq f_{\text{imp}}(\text{srv}_1) \), consequently, the ranking order is specified as: \( \text{srv}_1 \leq_{\text{relevant}} \text{srv}_2 \). In other words, the service \( \text{srv}_2 \) is the most relevant according to the current context.

VII. CONCLUSION

In this paper, we have described a context-aware learning scenario for the workplace based on a hierarchical task/method model, a service requirement specification, a service description metadata model and a service adaptation model. They serve as a solution to manage dynamic content and learning activity delivery in a dynamic pervasive learning system using context adaptive semantic web services. The proof of concept system is currently very much a work in progress with specific learning scenarios rigorously being defined and refined. The results will be presented in our future publication.
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